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**Методические указания.**

**Задание 1**

1. Сгенерируйте (используя генератор случайных чисел) матрицу смежности для неориентированного графа *G*. Выведите матрицу на экран.

2. Для сгенерированного графа осуществите процедуру обхода в ширину, реализованную в соответствии с приведенным выше описанием. При  реализации алгоритма в качестве очереди используйте класс **queue** из стандартной библиотеки С++.

**Задание 2\***

1. Для матричной формы представления графов реализуйте алгоритм обхода в ширину с использованием очереди, построенной на основе структуры данных «список», самостоятельно созданной в лабораторной работе № 3.

2. Оцените время работы двух реализаций алгоритмов обхода в ширину (использующего стандартный класс **queue** и использующего очередь, реализованную самостоятельно) для графов разных порядков.

**Листинг:**

Задание 1:

#include <stdlib.h>

#include <stdio.h>

#include <queue>

#include "time.h"

#include <locale.h>

using namespace std;

int main()

{

setlocale(LC\_ALL, "");

queue<int> Queue;

int size;

printf("Введите размер матрицы: ");

scanf("%d", &size);

int\*\* mas = (int\*\*)malloc(sizeof(int\*) \* size);

for (int i = 0; i < size; i++) {

mas[i] = (int\*)malloc(sizeof(int) \* size);

}

srand(time(NULL));

for (int i = 0; i < size; i++) {

for (int j = 0; j < size; j++) {

mas[i][j] = rand() % 2;

}

}

for (int i = 0; i < size; i++) {

for (int j = 0; j < size; j++) {

if (i == j) {

mas[i][j] = 0;

}

if (mas[i][j] = mas[j][i]) {

mas[i][j] = mas[j][i];

}

}

}

for (size\_t i = 0; i < size; ++i) {

for (size\_t j = 0; j < size; ++j)

printf("%d ",mas[i][j]);

printf("\n");

}

int \*nodes = (int\*)malloc(sizeof(int\*) \* size);

for (int i = 0; i < size; i++)

nodes[i] = 0;

int start = clock();

Queue.push(0);

printf("Обход в ширину:\n");

while (!Queue.empty())

{

int node = Queue.front();

Queue.pop();

nodes[node] = 2;

for (int j = 0; j < size; j++)

{

if (mas[node][j] == 1 && nodes[j] == 0)

{ // если вершина смежная и не обнаружена

Queue.push(j);

nodes[j] = 1;

}

}

printf(">%d ", node + 1);

}

int end = clock();

double time = (end-start) / 1000.0;

printf("\nПройденное время: %lf \n", time);

system("Pause");

return 0;

}

Задание 2:

#include <locale.h>

#include <stdio.h>

#include <stdlib.h>

#include "time.h"

#include <iostream>

using namespace std;

struct node

{

int inf; // полезная информация

struct node \*next; // ссылка на следующий элемент

};

struct node \*get\_struct(int priem);

struct node \*head = NULL, \*last = NULL, \*f = NULL; // указатели на первый и последний элементы списка

void spstore(int j)

{

struct node \*p = NULL;

p = get\_struct(j);

if (head == NULL && p != NULL) // если списка нет, то устанавливаем голову списка

{

head = p;

last = p;

}

else if (head != NULL && p != NULL) // список уже есть, то вставляем в конец

{

last->next = p;

last = p;

}

return;

}

struct node \*get\_struct(int priem)

{

struct node \*p = NULL;

if ((p = (node\*)malloc(sizeof(struct node))) == NULL) // выделяем память под новый элемент списка

{

printf("Ошибка при распределении памяти\n");

exit(1);

}

p->inf = priem;

p->next = NULL;

return p; // возвращаем указатель на созданный элемент

}

int remove(){

struct node \*struc = head; // указатель, проходящий по списку установлен на начало списка

struct node \*prev;// указатель на предшествующий удаляемому элемент

if (head->next != NULL) // если найденный элемент последний в списке

{

int vozvr = struc->inf;

head=head->next; // обнуляем указатель предшествующего элемента

free(struc);

return vozvr;

}

else

{

int vozvr = struc->inf;

head = NULL;

free(struc);

return vozvr;

}

return 0;

}

int main()

{

struct node \*struc = head;

setlocale(LC\_ALL, "Russian");

int size;

printf("Введите размер матрицы: ");

scanf("%d",&size);

int\*\* mas = (int\*\*)malloc(sizeof(int\*) \* size);

for (int i = 0; i < size; i++) {

mas[i] = (int\*)malloc(sizeof(int) \* size);

}

srand(time(NULL));

for (int i = 0; i < size; i++) {

for (int j = 0; j < size; j++) {

mas[i][j] = rand() % 2;

}

}

for (int i = 0; i < size; i++) {

for (int j = 0; j < size; j++) {

if (i == j) {

mas[i][j] = 0;

}

if (mas[i][j] = mas[j][i]) {

mas[i][j] = mas[j][i];

}

}

}

for (size\_t i = 0; i < size; ++i){

printf("\n");

for (size\_t j = 0; j < size; ++j){

printf("%d ",mas[i][j]);

}

}

int \*nodes = new int [size];

for (int i = 0; i < size; i++)

nodes[i] = 0;

int verch;

printf("\nВведите стартовую вершину: ");

scanf("%d", &verch);

spstore(verch);

int start = clock();

printf("\nОбход в ширину: ");

for (int i = 0; i < size; i++){

if(nodes[i] == 0){

nodes[i] = 1;

}

while (head)

{

int node = remove();

nodes[node] = 2;

for (int j = 0; j < size; j++)

{

if (mas[node][j] == 1 && nodes[j] == 0)

{ // если вершина смежная и не обнаружена

spstore(j);

nodes[j] = 1;

}

}

printf(">%d",node + 1);

}

}

int end = clock();

double time = (end-start) / 1000.0;

printf("\nTime: %lf\n", time);

system("Pause");

return 0;

}

**Результат работы программы:**

Задание 1:

![](data:image/png;base64,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)

Задание 2:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAb8AAADICAYAAAB4Q++/AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABySSURBVHhe7d1fbGTXXcDx317xsMmKh1T0jzpeZVdERdWIqKrCDkYsskGCVrithKYPxtK+8mAXCWnEquYh6stWlqa8xNMHEAosuBaNVVrFtAWk7qZuMVNQFUBD1NCwbu1pmyIS0pDESbMezrn33Jn7/96ZO+M7M/f7iU52r6/PuX9m9vzmnLn3/i785d4/9N5660157j/vyf+99oYAADDvLnz2T2/33njjDfnhy29J8/FPmB8DADC/rIsXL8oDDzxgFgEAmH/Wq6++Kq+88opZBABg/lmPPvqofOADHzCLAADMP+v4+Fh6vZ5ZrMrGzl25e9dTdjbUT4Ey8f872NngXwAwb6xvf/vbnuDnaDeXZGlJl3XZk7q0tlbMGmDOVTdk525LLu+6/waWZG27Y1YCmBfWY489Ji+++KJZDOrIncOu+bsWMTJUJRgbV7Y86yNGjr71uvQbcNr3ftK2f9ddb3dMgbp22RHvh/O07cdztr+1siJbMW1r/v3fksHhe+u5xVPf3X/PCXPa8raRtP/Z9i/WKNv3rks9/2n7l/L69uubRW1la3AOvH/vi6hjfjbca+9YuVEX2VuXm/vmBwDmkvXud79b3vnOnzOLQVVZXqxI+8DfEwxGhqo021JrDDpI3Zk1pNlf3zwJjhyrcmVh0Mb6nje4BqjOrlEzf9c627LmttsW6apOytnOmrgfztO3n67WaIj090+kvjnoRKsbO3L9wFlnt9+uSaPfye7LTfPzwfqK1G94tt/tSre26gQEFUxWF9SyLMgVs4Es+5+0f6lStp94fBnOv5Z5/4Kvb+FW5HqtK4dyIyKwA5gn1rPPPiuvv/66WXTUGu4//JbUT5rpn4K7x3LP/ovTeezdHlTYv72nOtvrvpFFNmr0oHrGruqssxvP9nVgdo+5s70r7cqiLJsOsLO95jsf+wcqCgzlUHZVQFhUDVaXF9XirgwG19n2P2n/0iVtfxzHl3X/Rnl9s+rI9poKvmvb6m/DUh9WLh+YoK5K80TqLf/IGMDss97//vfL/ftnZtHhHdmtH6+Gpo8GwVEV/SHf7WSqV9QYQnUeLc/6Vl39ZDCyELkqlytdOXaiZayVrYbU2k25dWh+kEWm7ecUnPoLDl0C6+1RnBsJrl5W+yJy7446qHpLWvUT2d3WJ6Iil6+qPya9/2nb19KOb0xGen21ihoJu/s25Ig+G/+HDxX9pT3O9w+AqWA999xzcnZ23yyGdVRH2a1cViFrwBscl9aPZdWdGuocyYnuPNY96+3imRazO/gTOUr6SL64KY1aW5reIUgWWbY/LN/+VmVj0/lOqN+2nv/z8kwN6mJ/ePB+b3ZyJB31O7u6WvtAfEc4yv5nOZ9eSdvPcnzDitq/UV9frbsn6/a+NaVdawS+6xsHzwcBAHPLeuSRR0IjPy89NVbpT2um2ZeD4HdcAfqCgkqo0/WrVCoqwN5M/J1o6dsfln9/9ahVxw+3J3em7rKq6i87jf2bqgMPdf7D73+W8+lK336+44sStX+jv75ZjXrBiz7/IrXVQb3qxqrUuodyJ+uHCwAzwfrud78bGvl5pzVbi4eyHvjuxDft2arLSXMwMtm/uS57C43Bel3sj+dOh2T3peoTu7uuVVe9rV72dlTtDN8zxojffnbe4/NNW6rO8aZ9gY+7flWOm3tqrObyXuXoFHV61EAqqaPvyNGJyIKZV8uy//H7Nwrv9tOOL5vU/Ut5fb317WlXPdXpnoP+tKczbZrr0CPY51/f3mO2H/X+BzAHdj7/pd6f3f7rXuNTT+ib/SZYqj0V/HqqDwutq27s9FQHH/r5+Zf4fZyOUs79m573B4VCmZdifetb3xJ9o/vkOSMMAACKZj32y0vywWvXzeJk6e+Zoqap9OX1+abuMM94fwAYN18yW/L5AQDKwDJ/AgBQGtalBy/KpQcumkUAAOaf9Z0XTuT5e5N4xBQAANPJ+oWfX5D3XdUPvRrwPdV/6BuFi6/v3lMYzFaQXb76+fcfADBJ1muvn8prb5yaRafjbiy4j5AaPp9f0fVVAyrobIocjvhYrpz1c+8/AGDiAhe8mKwCt9wnWnRk+5bOKmBS4KQqur4asa3qbDprsn1kfjSUvPXz7j8A4Dz4g9/Kdal5H0Ksn/BvZxXI+LDfouvrYLOW55mROevn3n8AwHmw/ufF78mPf+B5bLV+iLWb1qa1KIfr65KUbzak6PpFm/X9B4ASsB548EG5dOmSWVT0g4PtTlt/ZzVCKqCi6xdt1vcfAErA+t+XX5aXX37JWbp3bD/Bv+3J0iDVZVnMkHzWVnT9os36/gNASVjXrl2TWs3kbDNJTr35zJx8bLvZRjBF1y/arO8/AJTEhSf/6qmeIv/xXy+aZ3vqe9xaotPs2drD5osrtr59q0Eo/2pbmkvZLmTJWz//8QMAJu3Cn39ur/fWm2/K899/iQdbAwBKwbry8BV5+OGHzSIAAPPPeumll+TFF39sFgEAmH/WQw89JO961zvNIgAA88966eWX5Ec/+pFZBABg/lnveOgd8p73vMcsAgAw/yx9m8P9+2dmEQCA+WednZ3JW2+9ZRYd+l63PPno8tZ37pXT9YvJx1d8fQDAJFmnp6fy058Ogl/efHR566sGVNAoLh9f4fUBABNnfeOb35Rnnvm6WSx7Pr6i6wMAzoNVffSafPDadWep7Pn4Cq8PADgPgUzuStnz8QEA5l44+JU9Hx8AYO75g1/Z8/EBAErBuvTgRbn0wEVnqez5+AAApXDh00/s9vStDj959SdTkc8vbz69Wa8PAJi8C1/48oGdz+9f/u058vkBAErBeu31U3ntjVOzCADA/Atf7QkAwJwj+AEASofgBwAoHYIfAKB0CH4AgNKJDH76XrUi8/HN+vbz7z8AYJKsf/76XfnBa2ZJsW/SLjAf36xvP/f+AwAmznrI/MVRdD6+Wd9+3voAgPPgn/YsOh/frG8/9/4DAM5D+Du/ovPxzfr2yWcIAFMvHPyKzsc369snnyEATD1/8Cs6H9+sb598hgAwE/zBr+h8fLO+ffIZAsBMuPD47/9R72d+cVFe+cG9seTzsy/1z5XPbra3n78+AGDSIoIfAADzzXrk15bkvZfMEgAAJRC+2hMAgDlH8AMAlA7BDwBQOgQ/AEDpEPwAAKVjXXrwolx64KJZdOl71e7KqPnwiq6v7/XLl0+v6OMHAEySdXT8Y/le97/NopIzH17R9XPn0yv6+AEAE2cp+n9mUY1YcuXDK7p+0fkA89YHAJwH67N/8qT8xe4XzWLOfHhF1y86H2Du+gCA82AP+d58/Sf2wlwgnx4AIMX8Xe1JPj0AQAo7+N2//7a9MPPIpwcAyMAOfg/+7DvshZlHPj0AQAYX3vdLH+31zu7Lxz76ITulUd58eEXXt6+4LDAfYP79BwBM2oXnn3++d3p6Krf/5hny+QEASsF6+/6Z6AIAQFlY91XgOzsj+AEAysO6f3afkR8AoFTUyK/HyA8AUCpq5HcmeuoTAICysN5+W1/w0jOLAADMP+vsLGraU98rV1w+O32vXJH5+PJuP//+AwAmyXr7fuCCl5Ln48u7/dz7DwCYOGvpV6/Jb/3GdbOYNx9d3vpF5+PLu/289QEA58H6+zv/KE9/5dNmseB8dkXn48u7/dz7DwA4D9ZvLv+KfOTDnzSLU6DofHx5t08+QQCYetbjX7krT33xSbM4BYrOx5d3++QTBICpZ71X//+H/2QvFK7ofHx5t08+QQCYCdbvfXhJPv6Z75vFghWdjy/v9sknCAAz4cLTX32m9+abb8o/Pfudqcjnp4ZKhebjy7v9/PUBAJMWCn4AAMw7y/wJAEBpEPwAAKVD8AMAlA7BDwBQOgQ/AEDpEPwAAKUTGfz0vXL58tHpe910ffL5kc8PAKaP9Qef3JI/fPwzZtHcJD7D+fSK3n7u/QcATJz1sY/8unzkw0tmcdbz6RW9ffL5AcAssG58/Lfld3/nQ87SrOfTK3r75PMDgJkQ/s5v1vPp5UU+PwCYe+HgN+v59PIinx8AzD1/8Jv1fHp5kc8PAErBH/xmPZ9eXuTzA4BSuPCv//5c7/T0VJ768jdMSqN8+ejsS/3J50c+PwCYYhHBDwCA+Rb5hBcAAOYZwQ8AUDoEPwBA6RD8AAClQ/ADAJTOiMFPX85/d5C2h6wFAIAZEhH8AoEtlBNvRbbutuTyrn58lyncxwYAmCGB4Gdu0D5p9gPb+t6CNDwJWVe2GrKwty7EOwDArPIHv5UbUq+0pemJbJ3tW3ZC1hv28K8qVxa6cni07GQtsMvOIFedyWaw40lep5+44h89po0s3TqeknlaNdi2UzJX14lwTaCvbuyY43DadNpw/h46vv4G3N/Vo2N3+57zk7m+WdQ8++ScX297StTPTDtkkQeAaL7gV72yINI+CDwGrCNHJyILV3Q3elUuVypSb7hZC/TIUKS+aTrZzrasOT9wOmPVMa/q5K7r7qPFdKfcksXD9diRpf4dezea7vrh8wG5de3SbEutEQ6wY6ECU/hRaqK219AZdc3+e85PUEz9WJ07ctityOKy52wtL/LsUAAYki/4Xb3sPpAyiQ5mg6wFne1daVcWpd8fqwB4y+7wt2Rrsy6yd2vQMdsZDtqy6+mpQ/UnQefYM38dHzW6U5Gr2w0HZx183cFz/PHF14/Xke3dtlQWl00wrcryYkV9XgnOQeukvir4rrkZ5QEAXr7gd+94+FGWqiXHajTizVTuTJXW1H97css7JLl6WSqhQBSsr0eX+VIA1RrulKMqehA2gSCgv/ustZty69D8YEhJ9f37Hxga7h8Mgqn+MKHO8e1g7AMAJLJuP/W38rkvfNVe6Djzm4EpuhW5rvrfkyMdPsKBLipYVTc27Ytmmid1aXm/wNL57iqXVQ2vQP3qFVmQE7E3NyLftOf6sayGvhPLaXFTGjX/d6Oxoo4npX5w2tZvXw7aztSnnvKUwzuM7gBgSNaXnv6aPP2Vu86SPaqoy6bvggw1Qum6o4uO3Dns+vPV2esP5Y7bA69sSat+Ynfs+zeb0q41Bhdw2N9Z1WQ11P6gvpP/Lvi943SpVCoqQGVLkRR1PMPUj7J/2/ledXPxxDeFPMAFLwCQxPq7vSfk6Z0/Nov7cnOpKSf1Vn/arbGwJ+ueacPO9pozootar69MbNQ8Hbtqz77gxL2CUX8XFde+02Hbs3wqYLrrWzoxnl4eoiP3TRu26nLizayeRgV/fWx6uxV7Pz25+VztZuKtHt7tNyQin19K/VTmwpfKyXR/SACAqfXCCy/0Op1Or/GpJ3pqscBS7ang11NBMrSuurHTu7u1Evr59JX4YxhvOa/tUCgUynyWwE3uRXJuqUA6+ztVLnQBgJFNUfAT2b85uEXAS0+18gg1HfR27KlU+ztVbmMAgJFd0NOep6en8uTe16T5+CfMjwEAmF9TNfIDAOA8EPwAAKVD8AMAlM6Iwc/cRB2RkWFsTIaIcd+o7V404i3eLAv5eTM6jLttfSvlJPfd5b6+k9wGABQodJ/fylZPBZye6u5C90X019/d6W1s6D+3eir4Rf9eXElr3y7mPratLL8bKCnt63sGVWceuS5TSWlfBafB/XfVjd6OPldV/+8klkznxy0rPRVoh7vfL619e5+5h5BCocx3CY/89m+aJ7hEjerUiGBVZ+tZk+0j86NhJbbv6N/HdmB+MIwM7eeS0r7vdo2IFESphtp//ZxPN91URint68exCcmKAcy5yGlP3YHbefZCD4TWjycb/ZmUrvj2leqGOJmQRr+PLbH9Mcjevn5ot/tQ8Owyt2/nS/SniMoivn39EPOuHMoNz9TqZM4hABQp9js/+8by5onUW0NkQh9CXPvOyMOTA3BESfvvPLPTdO4jfqeY5fz4Hwo+nKT2+9/7tfS5uj3Sh5H49itSv3zgySqhf2dCo2gAKEjyBS86BZH6w5vFYayC7evM5guBHIB5ROy/3em7Hbsq9hTgqBfVJJwffWFNQ2exzzGCjWtfj9zc/d+9rAJ5XPRNE9m+2mdvtNaZPmRBhplZBYBpFxv87KsiW4tyuK462Qk8Siuq/RWdONBkVbBHNjrFg1ketn/Puv/7+kuzUI7BdEnt63X2oMyT8X5YQ+1/KAdjuvj2g/kaAWAORWV10Fcspl7Jqa8aHOVqT1Uyta/LUFc+Dkrm9s1VpcNmjEhs3z4vQ17hGShF7r+9znPOVZAc6TWgUCiUaS7hZ3vqnHyrx74cfl6qc3Ry7vm0pbmU8UKYlPZ9hvldV2Idff+aPz9fd29d1oYZniW2r+/xa0jo9Izt/Ex6/7XANrr+fI4AMA94sDUAoHSSL3gBAGAOEfwAAKVD8AMAlA7BDwBQOgQ/AEDpnH/ws1MVuY/L0rcG8OxIAMD58t/q8PnvyE6rLp7byIxurqeVBHnvFRz6PjVMPd+9oCPcJ5hWP3m9/17LqPdXvvbT1wOYAb4nvNi53IJP/tA54/I9sYRSnqICg+eJMMM/gSatfpb1Wwn5FMfRfp7jo1Ao01GGnPZ0MnxvrXizlQenLZ3f6WdN8OWNc9Z5M4OrziT0YGb7Z/36Ket9D6V2988savqJJv3fSVuvJe2/I377aYJtO2WwP+7+JZ3fhO272e89B+j8bvg16NcPtmEzvzPUsWlOSqTBw7w7sn1rT7q11YxT22n109vXD/2Oz6eYt/28xwdgWoz0nV+t0dAZbe2sAut7IvVNt5PUnWZLFg/X+1kH7LxxcZ2oCjz96aO+qlxZEGn329d5BwZ0Z96QZr99OytDIDiOLn3/x7F999js0myr8+kPsPHnN8P2u91BZ6zz/S2oZU9WhpWtltRPBvX19sdm5brU5ET66Qt1MLan0TM+LDut/tDtB/Ip5m0/7/EBmBojBT/debufrjvbu9KuLIr94bq6LIsVf3JV33ofNbpRka+rOuvszCdvT8qd/dv6k/d1X/AYWer+T2j73WO5Z/6qxZ7fTNs/lF0VMPVop7q8qBZ31ejHrMpMjWjWVGAc5bssfSw6KOgRpZ01Yl0Cn1+SpdUfov3IfIp52897fACmwniv9rx6WSq6czCLjnty3A1/MrY7pnZTbh2aH/TpT+tdOfY34qheUWOYip2AtT9lZ3/y9uebqzU868NDy/j1afufcftp/NtXg7ysQSZt+3r/1R/37qiTWm9Jq36iArk+msH519OCTTV2HGw/fH5y0Smo7KCgR5YjXCSVVj9j+zplU2Q+xbzt5z0+AFMhf/CzO2QzFaSTo4Zy40UEs8VN1TG1pdn/csbD215Q50itUR2a3fF4i78TCk4rBsWuT9v/jNtP49v++rGsJt3u4T0fWbZ/ciSdzrbs6sNqH4QzSahRy6oOCm4b45z2NMlx203P/tij6ZgPM0Fp9TO2H5tPMW/7eY8PwNTIHfxWbqiRh9vJ2hcY1GTV05M7U0+HcsfTCVUqFdWBRKf48bUXsi8HbTXyuTGWSc6w1P2f8PYj+M9H8var+stSw872HvHhwmlv1x8UQka84MUEXW9m+OjtuRf0BC4mSqufpf2VrfhEwnnbz3x8AKbdiBe8mCkzVeyLLwaX18n2WlNO6q3B+oWI+6DazcEVeX1Oh2vPwtUG03ItnVhOL5uOeP/muuwteKbtdBnbBS/p+z+O7fumPVVPfeIdSSjx53eU7Xfk6EQne1dnzx31+b4EGy97/6Tez8Yf3H+HDuL6z/B0cVr95PXO98jq45V/atgTZPO1n74ewIyIyuQeX5z7mlRfG7Eub4lv284mXop7qSZ5fqer2K9ppmz1FAqFMv4y3gtecnFGKJhz5kpJfTFO5uz2ADBmUxT89JSS5wZlj872GlNL86KzLWv2RToEPgDF8T/b8/FPmB8DADC/pmrkBwDAeSD4AQBKh+AHjJ25T9LcDjG+W3EAjEtk8PNlDeAfLzAEfQN/Sy7vmifo6MLFWsDUiQh+yVkVAMTTTwRa2FuPvGoZwPQYadozNDL0PQYrMOUTWp8koq6vvrN+9HyCjuSR7Qj1zf7ZPzdt6edLun/3/lzz1Y84d77dichHmJwPMbj/wW0kSdu+w3/8g/OTevxuNgTPBpy23DZSjs+tHyr+94Bv/zIf+4CvvrcNfS4i92Ww/1cWunJ4tOxZ59k3u07g/er9WWr76fS+D86f+17w1489PsO/3ls34r2lyuDlTHn9PO8l/f5wfs/znks7P8AYRQQ/Jwdamq76dBv1YORx5ItLezB1vnyCSSPbLPUdUcdvP/pqoREKHvYj0sxQQHcG9iOxTPu58hHqtgNJGSaar0/Rndb1A9O23v92rX9+shx/Wr5Bn+Dx9e8R1Nv1vAaeB3uP6/zGvb9d+pmeYn5HnwPnebD6305F6g0360Pg/RlKrqtOwfJi5LNBo9sfhvNedt4L4Xsq444v6fV1Bf99BvNR9kW8PxMNcX6AvGJGfklPqXeCRz9BaAH0Pz63Lx09n2CETPWTjt/J7L2wumEyQ1yRjdWatHfdZ4OOMx/gKPkQ89MPHPBO6e07D+k00o5fy5pvcJTjG8f5zfL+NiM887T2e8ddqfRzdumMGYNg7H//qPOz25bK4rIJJlVZXqxI+yAYmpLaz+LqIPCF5l+Tjy/59Y0RSgOmjfL6ZT0/QH7h4BfMVh2SkG9PmXi+uCSZ8gkm7H/e+pp+8r8abTTsB3LXpS6eZKoZ8wHG5hv0iMuHOI7zn7h933RcxPqk48+Qb9AVn+8xQcbzmyzl9bUfuq4Ci2d2pJP4XL7A+2f/wP9hzXt+tKHbD6vUG6p+3APMU44v7fVV/O+P6HyUI71+Wtr5AcYkFPzstDiRn+SMpHx7mp7KmlS+uCje/dH51tLyCSbtf976mpnma+rp1PaenQGgn4FoTPkIk/Mh5j//8duvysbmYDousv2k49fS8g1qSceXZBz5FtNeX9WhLy01xXdW9L8ZW1Ti5mCwcdJSDUa+d/yBI7H9bPSUpj3d2or4rizx+DK8vorv/RGVj3LU18+Wcn6AMQkEvxW5oT5ydhPecM4cfFy+PdXCOec3c7aXPZ+g7/eDMtRPPn5nqkdP8zl93ZEzDdj/TmQ8+QDT8yFO6vzrjtw7ZeYc70Dy8WfJN6glHV+y/Oc37f3tcIKc+93UVXVSunZ068idw64/31/g/aPpqVipb8rmoh75Rr1Qce1np6cvnQDo/z4u+fjSXt9sRn/9HOnnJ43ab3tkGvNdZKqi6+M8+ILfxo76h6r+rHjy2Xnz6W1s6WX1wTBuHsIddUx4niI+311SPj59AYBa1gcYmy8wqb7uyJKP353q8fXp9iinJg1z0YV7UYjbvl2GvSAjuA3XxM//vtxUI4HB+V+V4+aeGms5shx/mCffoCvu+DLIc37TXt8B57tNPXWr29fvkVumk9ZBx77Ixmzb+/7pMxd2VE7iglB8+8Ow90WfezMySz++5NfX5Zv2VA0G81Emvn4V59zof3dOP+Of4rWlnp/51Ov1EgvGzJvPTwWHKc+nlyffHfkCKdNSypO3cbRSzvOTJqoOZfQSc7XnPCJfIKZDdWPTfyEQfDg/OBfDZXIvuvCJmTK7xZ5huHuXDPYxpeznJ01UHcrohXx+AIDSKdG0JwAADoIfAKB0CH4AgNIh+AEASofgBwAoHYIfAKB0CH4AgNIh+AEASofgBwAoHYIfAKB0CH4AgNIh+AEASofgBwAoHYIfAKB0CH4AgNIh+AEASofgBwAoHYIfAKB0CH4AgNIh+AEASofgBwAoHYIfAKBkRP4f7SJX8F12wKEAAAAASUVORK5CYII=)

Алгоритм генерирует матрицу и полностью выполняет поиск в ширину. Программа выполняет поставленную задачу.

**Вывод:**

Я научился создавать функцию поиска в ширину, реализовал алгоритмы обхода в ширину, использующего стандартный класс **queue** и очередь.